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Abstract

Combining a Prolog interpreter with a database management system can be
viewed either as providing Prolog with structured, permanent storage, or
_extending the database with a powerful query language. The simlarity in
the structure of network databases and fogic-programming (Horn-clause
proovers based on the resolution principle) has recently been discovered.
with a minimal extension of Prolog (an additional data type 'entity
identifier') facts stored in the database can be accessed with regular
(first-order) predicates. The proposed guery language is therefore well
based within the theory of logic but the resulting constructs are also easy
for users. Experience with a working prototype using a regular, network
database to store Prolog facts and rules, but also permitting access to
structured database entities from writing Prolog is reported.
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i.Introduction ‘
There is considerable discussion going on about how resuits and
experiences from the two fields of database research and artificial
intelligence could be combined. Reseachers in both fields try to solve
essentially the same problems, namely maodeling parts of reality as
accurately as possible. The approaches on both sides are different as
database management is mostly cencerned with managing very large
numbers of Tacts of few different types, whereas artificial intelligence is
more concerned with smalier numbers of facts from a large diversity of
types Mytopoulos 1981},
In a recent discussion [Kerschberg 1584] the following points where
mentioned as the major shortcomings of present systems:
® databases . -too rigid structures to truly mode) reality

~inflexible to adapt to later changes

~-access to data is either thru an extended traditional
programming

language includiny database operators, or using a query

Janguage with limited expressive power
@ artificial inteiligence systems:

-main memory bound {not permanent and limited address space)

-no modularization to structure very large knowledge bases

The diversity of approaches from the two sides is partly motivated by a

concern for the best use of expensive hardware; now that more processing

power is available, amore flexible and better adapted solution may
.become possible.

This paper describes a workirg prototype combination of a Prelog-like
tanguage with a network orientad database system. Such a combination can
be tooked at from two different angles:

-first,the database can be used to store the Prolog facts and rulss, and is
therewith providing Ai systems with transparent management of
permanent data on dick.

-second, Prolog can be considered as a host language (similar to COBOL as
a host for a CODASYL Data Manipulation Language [CODASYL 1378},
providing & higher level, multi-purpose programiming interface to the
database. :

This paper deals with both of these espects. 1ts main contribution is in a
proposal for including database access operations into the framework of
logic-pragramming with minimal extension. The motivation for our work
comes from the area of CAD/CAEL systems, where complex structured data



must be stored and retrieved in different forms [Stonebraker 1984],
[Retifuss, 19841 We assume, as others, that a Prolog-1ike method may
help to build more inteltigent systems [cad comp graphics)[Paimer 1984],
Especially it would provide an uniform language to express dala and rules
for data manipulation in a conceptually simple integrated framework,
without the limitations of present day database query tanguages which
lack transitive closure and recursion operations that are very important in
CAD/CAEL systems.

2.0rganization of the Paper

‘The next section shortly explains the framework of logic programming
without going into details. The first main section describes a
datastructure suitable for storage of Prolog rules and facts {Horn clauses)
and discusses some of the performance issues. The second math section
shows methods of using Prolog as a host tanguage for a Data Manipulation
Language and describes a first prototype impiementation. The following
section then discusses some other features that should be integrated to
make such a system truly useful . The final section argues that using both
extenstons described together in one system results in synergetic effects.

3. Logic PBregramming and Prolog
The background of logic programming is twofold: construction of theorem
provers based on the resolution principle [Rboinson 1965] [Kowalski
1979] and natural ianguage understanding system [Colmerauer 19731 It
-uses the special form of Horn clauses to express logical (first order
predicate) clauses. in{Gallaire 1984] a comprehensive discussion of the
special properties of this restricted form of firsi order logic and their
(performance) advantages over unrestricted forms is given. We will
restrict the discussion here to such Definite Deductive Databases which
consist of general deduciion methods, etementary facts and deduction
rules. The deduction methods can be built in into the inference programs
and are the same for all applications. The specific application oriented
knowledge i3 stored in facts and deduction rules which both can be
formulated as Horn clauses ( A1 and A2 and ... and An implies B). Horn
clauses ¢an a'so be interpreted as procedures with a head, the atomic
formula that stands for the consequent, and a body, the atomic formulae
that form the aniecadent.
The notaticn is typically
consequent - antecedents... .
or more detailed;
predicatel (argl, ... argn) - predicate? (argl, .. ), predicate3 {(argl,..).



Example:
grandfather (g, ) :- father (g, p), father {(p,s).
which is to be read:
g is the grandfather of sif g is father of p and p is father of s.

Symbols starting with lowercase letters are taken as variables, such
starting with uppercase letters as constants (some Protlog implementation
use different rules).
All predicates in the antecedent are to be connected by AND, and the
separator "~ ‘stands for IF. A clause may have no antecedent, it is then
said to be a fact as it is true without depending on other clauses. Clauses
‘that have antecedents are commonly called rules.
Running a Prolog program is actually proving a clause, but due to the
restricted form of facts and rules (Horn clauses) efficient methods can be
applied. The resolution principle [Robinson] allows to combine two clauses
to form & new one. From
Gc, d}~ P (a, b, ¢} and
Ple, f, gt - R{@
follows
Q(g, d} - R (g).
The resolution principle can be applied repeatedly. A resolution proof
consists of applying the resolution principle to all atomic formulae in the
initial set, adding those newly derived atoms to the set and iterating the
process until the set is empty. During each step of resclution a selection
of the next atom from the set to process must be made; standard Prolog
_selects atoms from left to right adding new atoms to the front of the set
(this is equivalent to a depth first search). For each step of the resolution
a clause to be used must be chosen, If this choice does not lead to success,
other possible cheices must be tried (backtracking).

The following example should help Lo understand.
Example:

father ( Adam, Bert).

father ( Adam, Brigit).

father ( Bert, Cecil).
Using the above rule about the grandfather, vve can ask:

? - grandfather (Adam, x).
the first resolution step results in the new set:

? [grandfather (Adam, x3}:- father (Adam, p) and father (p, x).
select atom: ? - father (Adam, p).
and resoive with fact:

father (Adam, Bert). - success



continue from above _
7 {grandfather (Adam, x).~ father (Adam, Bert)), father (Bert, x).
select atom: 7 :-father (Bert, x).
father (Adam Bert). - not matching, backtrack
father (Adam, Brigit). - not matching, backtrack
father (Bert, Cecil). - success
continue from above:
7 {grandfather (Adam, Cecil).~ father (Adam, Bert), father (Bert,
Cecil)].
no atom left, sucess,

Using the same facts and rules, we could also ask
7 grandfather (x, Cecil).
or
7 grandfather (x, y).
and receive the correct answers as Prolog rules express logic predicates
which can be used with any variable instantiated and then returns with all
combinations of variables, that foltow from the database (invertibitity),

This simplistic example should have made ciear some of Prolog's most
compelling features:

- no explicit control structure, only backtraekmg

=~ very high level, descriptive programming

implementation of Prolog is not necessary slow; some advanced versions
_provide compilers and claims are reported that Prolog implemented
programs may be faster than implementation using traditional
programming languages [comp. graph. cad].

In the following we will assume the reader to be somewhat knowledgeable
about the features of Prolog (for an excelient introduction to ‘standard’
Prolog see [Clocksin 1981), and how it might be applied to build expert
systems. However, we ¢o not think that all the extra-logical features of
standard Prolog should be retained for the intended use of it. In fact, we
will understand in the sequel by the word ‘Proloeg’ or logic-programming
tanguage’ (which shall be used as synonym), a pure, "Horn clause only’ logic
based programming lianguage, using the resolution principie and a
depth-first, backtracking strategy. In[Turner1984i[Brodie 1984] and
[Frank 1984} a discussion of shortcomings of Prolog can be found; this is
excluded from the present treatment of the topic.



4. Uszng a Database to Store Proleg Facis and Rules

Normatly facts and rules are stored in the address space of the processor,
either inreal or in virtual memory (in the latter case possibly paged out
on disk). Long term storage of facts and rules is in filtes that are read in
on the users demand. Most actual systems are limited in the number of .
rules that c¢an be used at a given time.

in order to build large systems, storage of rules on disk and transparent
access to them from the Prolog interpreter are desirable. Using a database
to provide these services is an obvious idea as doms traditionally provide
such functions to all types of programs. Hot only would this free the user
from distributing rules over different files and the obligation to read in
the necessary rules for a problem, but also secure the data against
accidential loss. Finally, most dbms permit concurrent access to data by
several users at a time, a form of use highly desirabie for building targe
expert systems, but presently (to my knowledge) not availabie on any
knowledge system [Smith 1984].

This paper discusses a working prototype implemeniation of this idea. It
does not implement the full Prolog language (as described in [Clocksin
1981), but a useable variant. The most important restriction is to single

. valued variables (no lists and structures, but including strings). There are
several extensions, including built-in predicates for graphical output, and
changes in the programmer interface to make the language more usefyl
within the realm of programming targe and complex software Systems.

_The goal of our work is very sxmﬂar to work reported in [Sciore 1984], but
the approach is quite different: we start with a dbms and augment it with
a Prolog inference engine, wheras Sciore starts with a Prolog system that
is to be expanded to provide typical dbms functions.

4.1 Datastructure for Storirg Facts and Rules.

In order Lo store Horn clauses in a database we have to choose a
datastructure. Eliminating repetitive groups and doing some additional
normalization we can model thenm in the following relations:

PREDICATE: (predname, arity).

CLAUSE -« (clau®).

ATOM : (gtom®, pradname, clau®, consequeni/antecedent)
ARGUMENT: (atom®, NolnAtom, value, type).

There is obviously a problem with the attribute velue in the ARGUMENT






navigational command to move from one entity to the next is fairly
simple. Writing recursive procedures - if the host programming language

- permits it - is simple as a present position in the navigation can be stored
in a variable and be used for later continuation.

We have worked on the PANDA dbms [Frank 1982a] using an advanced type
of network model, supporting generalization [Smith & Smith 19761 and
data abstraction [Guttagl It is completely written in Pascal and provides a
Data Manipulation Language that is implemented as Pascal functions.

Predicatn Sumbel
name value
arity
antecedent Sumbol in Ciauss

| comseauent variable number
l

At om "l: anecedent ——— Clause
consequant —

Argument

nuvibEe

The data structure, equivalent to the retational schema given above, is
_now drawn as an extended box diagram.

writing a Preiog interpreter is neither extremely ditficult nor very simpie
[Rattani 1983) It contains a module for binding values from one clause to
the next, which is of no interest to our present topic, and a module to
traverse the and/or tree. Tree traversing routines are easily written in
navigational data manipulation language. Our impiementation concentrates
all operations for data storage and retrieval in a few routines and could
easily be adapted to other database management systems. Finally the
traversal routines are either used recursively or an expilcit stack
management is necessary. We implemented the latter as it provides more
flexibility as to what actions can be taken once a solution is found and
how to continue to ind the next.

The present prototype is of course slower than optimized, all in main
memory systems (or compilers). [t runs at several hundred inferences per



second on a heavily loaded, general purpose university |BM mainframe.
Optimization of the code will certainly improve this figure, but is not of
prime importance Lo us at the moment. Qur interest is much more in highly
structured code that is easy to extend and experiment with. We are
especially interested in the requirements a Prolog interpreter demands .
from a dbms, and can report here some pretiminary findings:

Requirements for a dbms suitabie for a Prolog interpreter

- Fast access from one entity to another of a different type, as necessary
for tree traversal operations

- Very large buffers for entities: an entity once used will be necessary
much later (when recursion unrolls). The usual page oriented buffer
strategy will not avoid reading in this entity from disk again. The PANDA
dbms has a two level buffer: a first level managed in pages, the second in
single entities. It is obvious that such a method can hold a vastely larger
number of records of interest in a smatler space. Such a device was
deemed necessary for use of the Panda dbms with geographical data and
interactive graphical output, and generatly for engineering [Frank

1982bl see also [Plouffe 1984]

9. Prolog as a Host Language for 3 DML

A different line from the previously discussed use of a dbms to store
:Prolog rules and facts is the use of Prolog as a host language for access to

a database ~ Prolog as an intetligent front end to & database. The

similarity between (relational) doms and legic pregramming had been

noticed in [Gallaire 1978] and [Kowalski 1979]

The problem is related to the previous one as in both cases 2 dbms is used

to store facts that can be used from Prolog, but it is less general as it

does not provide storage for Prolog rules.

2.1 Tight Couplirg of Prolog Front-End with the DBMS

It a Prolog front-end is coupled with a dbms, either two separate systems

may exchange intermiediate results, or one integrated system may be

produced,

Severai implementations and projects are reported which combine Protog

with an existing relational database, most prominent the Japanese Sth

generation project [Runifugi 1334] [Jarke 1984a] [Vassilou 19841 [Li 1984}

A method that is often proposed (Chang 1984] is to use the apparent
similarity between the relatione] query rangiages and logic programming -



both are based on predicate logic, and treat data in relations as Pralog
facts. A Prolog query could be executed by passing the relevant query to
the dbms, a tuple request a time. This is clearly inefficient as Prolog's
model of execution {depth first, backtracking) is the exact opposite of
relational dbms's relation at a time logic. Inorder to improve
performance and allow optimization, regrouping of antecedents in a Prolog
query is proposed. This requires first that enly pure logical predicates
{without side effects, especially excluding the ‘cut’) are used. The
Japanese fifth generation project plans to move all database predicates to
the end of the query and execute them at the end - ailowing for most
extensive optimization. Unfortunately this does not always lead to correct
“results [Nagvi 1584).
3eme systems use Proleg as an intelligent query optimizer [Jarke]
[Vasilou] that uses semantic information about the database to improve a
query that is ultimately passed to a standard dbms which then produces
the answer. Similarly, Prolog can be used to provide more flexibie and

better adapted query languages which are then translated by Prolog intc a
form understandable for the dbms [Li 19584].

Combining two separate systems includes some overhead each time

- control passes from the one to the other. Qur goal is to provide a fully
integrated system where access to the database is part of and integrated
into the execution of Proleg query. Ultimately, Prolog should then be used
in our project for example for a reimpiementation of MAPQUERY [Frank
1982cliEgenhofer 1984}, a query language to retrieve geographic, spatial
_data from a database and produce map-like output. Al present, however,
‘we discuss only how a Prolog programmer can gain access to the database

2.2 Dbms Access Operations from Prolog

[Zaniolo 1984b] observed the intimate similarity in execution strategy
between a navigational doms and Prolog. A query in Prolog proceeds from
one antecedent fo the nexti, using backtracking in case of failure. This is
similar to writing a sequential procedura! program in a traditional host
language and.using navigationz! DML statements.

A navigational interface to a dins provides operations cn two different
levels, namely on single valued fields in the entities (records in CODASYL
parlance), and on the entilies as a whole, moving from one entity to the
next in following one of the navigetional paths (CODASYL sets). Any
navigational languayge raust in one form or ancther provide these two types
of objects and operatitns on them.

Generally the entities are considered as Prolog facts with the entity name
as a predicate and the appropriate number of constants. In order to move
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between these facts seen as aggregation of values or seen as entities in
their own right, Zaniolo proposes two different methods. The first using a
binary predicate '@ ' to transiate from the entity to a fact that is

- composed of the fields in the entity, or to transiate in the reverse
direction.

The second method is 'object-oriented as there are methods defined that
lead from one of the entities to anothe, using a navigational path.
Syntactically he proposes an additional construction ', that separates an
entity predicate from a method, that unifies with another entity, rejated
to the first by a path.

"We opted for a method which needs less extension to the syntax of Prolog
and stresses even more the navigational aspect of the data mode). 1t may
as well be claimed that navigation is a natural metaphor to express
movement in the data space - human beings have been navigating in real
space since their very early days, and it may be argued that they have a
good sense for finding their way on road systems etc . This remark should
not be taken too seriously - it is only to counter the abundant claims for
‘naturality’ in query language literature,

In order to accomodate an interface to the database, we extend the Prolog
datatypes by a 'surrogate’ datatype, i.e. a single value that stands for a
dbms entity. There are no user available constants for such values, but
variables may be used in the usual way.

-As a first level, which is not intended for human.programmers, we
implemented the fotlowing basic network DML predicates (very closely
modelled after [CODASYL 1978]):

findMember (owner-entity, member-entity, set-name)

findOwner (member-entity, cwner-entity, set-name).

findwithKey (entity, pathname, key-value).

findinSortedSet (member-entity, owner-entity, set-name, key-value).

giveField (entity, fieldname, value).
The use of these predicates is severely restricted as they work only if
certain values are irstantiated and thay do not backtrack (except
findMember which in turn produces 2! member-entities in the specified
set). They are comparable to the basic computational predicates in Prelog

which also have strict limitation to the number of instantiated variables
present,

From this level we construct a second level of predicates which are better
suited for programmers. They relate lo the graphical description of the
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database schema and provide navigation using the schema as a chart:

titem | Department
fame A name
price /,f" Ttoor
‘ dept_sales !
itefn_sales er:’,-’ : dept_ernplaygye
i rd ;
Sales ,o-"’/ Employgea
vorlume fame
i |
employee.group  managed_by
i L
broup

For each Tield in an entity, there is a predicate with this field name
(attribute name) of the form

attribute-name (entity, value)
eg. '

salesVolume {sales, number).

This predicate succeeds if the entity is instantiated and binds the value
to the value of the respective attribute.

It also succeeds if the value is given and the attribute is defined as a key
for accessing this entity. It fails if there is no entity with this value.

For each set apredicate of the form

set-name (owner-entity, member-entity)
is definedq;
eg. dept_sale (dept, sales).
It succeeds, if any of the two entities is instantiated, or if both are
instantiated and they are related in a set. If the owner is Instantiated, it
will succeed repeatedly If backtracked and produce all the members,
It fails if the instantiated entity is not member in any occurence of the
named set or if none of the entities is instantiated,

Using this second level predicates, we show some of the standard
examples of doms literature using the schema given above.

Ex. . find ail employees who work for departments on the first floor of
ABC comparny.
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