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ABSTRACT

Object-oriented software design methods are very important for
Computer Aided Engineering systems. The PANDA database we have
built is suitable for such an environment, which is based on an
extended network concept and strongly influenced by the
functional data model [Shipman 1981)]. Database objects follow an
object semantic (as opposed to a value semantic), and are defined
in separate modules without restrictions on their internal
structure., All object types are considered specializations of a
generic type for which the database operations are defined. Thus,
all objects inherit database operations such as access by key,
access through association, etc. Database operations must not use
any information about the internal structure of the objects, and
employ access operations defined in the object modules to
retrieve values associated with an object. The system 1is
implemented and in use for research and instruction at a few
locations.

1 INTRODUCTION

In many areas of application, especially where geometric
properties of real objects are considered, modelling methods that
can combine simple objects to form more complex ones are
necessary, and must be merged with database management systems
and graphics packages., A suitable database management system
(DBMS) must support this approach by object-oriented access and
manipulation tools [Battory 1985]. Standard, non-object-oriented
databases offer a limited selection of data types, which are
usually not sufficient for engineering applications. This paper
describes a method of dealing with the incongruities between an
object-oriented modular software design, based on abstract data
types, and a generic database management system.

The applications of particular interest to us are Cartography and
CAD/CAM, The problems we encountered in our practical work are,
however, general, and are found in a similar form in other areas.
We are convinced that a formal and general treatment will provide
us with more insight and lead us to better scolutions than will an
ad hoc 'fudging’ applicable to one situation only.

This paper describes the concepts we used in the design of the
object-oriented PANDA DBMS. First, we will explain the term
'object-oriented’ as used in this paper. As background, we will
briefly introduce the programming environment we used to
implement large software systems. We will then explain what
perceive to be the clash between object-oriented design and
database functionality, and will go on to show how this can be
overcome. Finally, we will present a data model suitable for an
object-oriented approach, as implemented in our object-oriented
database PANDA [Frank 1982], a CODASYL-like network database. The
data model and the DBMS are currently used at several sites for
research as well as for graduate and undergraduate instruction.

2 OQUR NOTION OF THE OBJECT
We will use the word 'object’ to describe a single occurrence

{instantiation} of data describing something having some
individuality, some observable behaviour, and wupon which some
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operations can be carried out. The terms ’'sort’, 'type', 'ADT',
or 'moduile’ will be used to refer to types of objects.

In our view, object-oriented programming is a concept independent
of a message-passing control structure. Working with PASCAL, we
are restricted to the use of subroutine «calls (with strong
typing). Nevertheless, message-passing together with concurrency,
as found in Thoth [Cheriton 1982], should be noted as an
interesting concept.

2.1 Abstract Data Types Or Multi-Sorted Algebras

Qur notion of the object is influenced by the work done to date
on formal specification methods using abstract data types. An
abstract data type (ADT) or multi-sorted algebra [Goguen 1878]
[zilles 1980] is a mathematical structure which defines the
behaviour of objects of certain types by describing a theory,
stating what sorts (types) of objects are dealt with and what
operations are applicable to them, and establishing a system of
axioms which determine what the effects of the operations are.
This is a formal method of fully defining the semantics of a sort
and its operations. It remains the designers problem to assure
that these sorts and operations are meaningful in real world
terms.

2.2 Construction 0Of Types

2.2.1 Classification/Instantiation - Given an gnsemble of
objects, classification groups together all objects which respond
to the same operations.

One level of classification is built into programming languages,
as we use modules to describe the behaviour of classes of objects
(types) and then create single instances of this behaviour.

2.2.2 Generalization/Specialization - Classes of objects which
have some operations in common can be grouped into more general
classes {sometimes called superclasses [Goldberg 1983]). From
this, it follows that all subclasses of a superclass inherit all
the operations of the superclass. We recognize only inheritance
(1.e, all operations are inherited) and require a strict
hierarchy between classes and superclasses. This is not only an
implementation problem, but also a reflection of our as yet
insufficient understanding of other inheritance schemes.

2.2.3 Aggregation/Part-of - Aggregation constructs a
higher-level object from several objects (or values). We
differentiate between aggregates with a fixed number of parts and
those in which a wvarying number of parts of the same type is
combined.

2.2.3.1 BAggregates With A Fixed Number of Parts - With
aggregation comes an operation into combine the parts to the
aggregate (usually called 'make’}) and operations to get the
individual parts from the aggregate.
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2.2.3.2 Aggregates With A Varying Number Of Parts - This type of
aggregation requires an operation to add a part to the aggregate,
as well as a '"for each’-operator which permits the application of
an operation to all parts [Backus 1978]

2.3 Object Semantics Vs. Value Semantics

'All objects rely on the existence of an operation to <c¢reate an
ocbject of their type, an assignment operation, and an operation
to compare two objects for equality. Other operations may be
available, but this seems to be the minimal set necessary.

Programming languages offer two different semantics £for the
create/assignment operation and the egquality operations on
variables [MacLennan 1982].

- value semantics: the ’"assignment’ operation creates a new
object of the same type with the same value; two objects are
equal if they have the same values;

- object semantics: each time it is wused, the 'create’
operation creates a new object, different from any object
previously created; an ’'identity’ function tests whether two
references point to the same object.

" The difference between value and object semantics are easily
detectable:

var a,b : sometype
begin
create (a);
b i= a;
change (a, x}; {* some changes which affect the values of a *)
if a = b then writeln (’object semantics’)

else writeln (’value semantics’);
end;

It may be noteworthy that ADA modules {packages) export
assignment and equality [ADA 1983], but their semantics depend on
the implementation of the package. It is therefore possible that
a change in the implementation (value type to dynamic type)
without a corresponding change of the interface may influence the
noticeable behaviour of a package, and thus may cause errors in
code using this module. B

For CAD/CAM applicationa, a third form of semantics seems worth
studying: version semantics. In version semantics, ‘new version’
creates something which is neither a new object nor a simple
reference to the old object.

We will associate our notion of an ‘'object’ with those things
which use object semantics for assignment and equality. Similary,
we will use the term ‘value’ to refer to those things which wuse
value semantics for assignment and eguality.

2.4 Persistence Of Objects

We will assume that objects are stored in a database and are
therefore persistent, meaning that their lifespan does not depend
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on the running of a program. While it is possible and sometimes
useful to create things with object semantics which are not
persistent, this topic will not be discussed here.

3 IMPLEMENTATION OF ABSTRACT DATA TYPES (MODULES)

A module implements an abstract data type, either of object or
value type. Such a module exports the type definitions {including
all used constants) and the procedures and functions which are
defined for this ADT.

Every module exports,as a minimum, an operation to create or
assign objects of this type and an operation to test for the
equality or identity of two objects. The semantics of these
operations are either 'value’ or 'object’ semantics,
respectively.

For input/putput operations, we include an operation to parse an
object of this type from an input string and to convert an obhject
to a string for output., We are presently studying better methods
of dealing with I/0, especially the proposal made in [Shaw 1986].
Experience has shown that I/0 operations are our major design
problem, and as such we £feel they are closely related to the
discussion of object-oriented programming.

We exclude the treatment of errors and exceptional states,
although theoretical solutions are known [Parnas 1982} {[Goguen
1978].

4 PROGRAMMING ENVIRONMENT

A programming environment must support the software engineering
method wused, and should support only that one. When we built our
system in 1983, not many languages supported modularization based
on abstract data types. We decided tec use PASCAL as a base
language, because we were familiar with it and becaocuse PASCAL
compilers were available for most hardware.

A precompiler [Frank 1983) provides an import/export facility for
modules [Wirth 1983} (or a package concept [ADA 1983]}). The same
precompiler makes the changes necessary to produce PASCAL source
code suitable for different compilers; in consegquence, we have
one set of source code which runs on such vastly different
hardware as 1IBM 370 (under VM/CMS), DECsystem-10 (TOPS-10) and
VAX (VMS).

Any module using an ADT from another module imports the lower
module, which makes the complete type definition (including all
type definitions of even lower modules) and all the operations on
this type available at this higher 1level. We do not provide
selective imports (as do ADA or MODULA-2), and under PASCAL rules
the internals of the imported type are accessible to a malicious
programmer. Our coding rules prohibit the use of any internal
details of an imported ADT. We call exported access functions to
get at the values in an ADT, in lieu of a record selector.
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uUnfortunately, the PASCAL host language does not allow coding of
generic modules, so we have to produce these from & common
template using a text editor. We would have been pleased if a
more advanced language had been available, and are still
considering a change. However, interesting new developments such
as Clascal [Casseres 19831, CLU [Liskov 1981], etc. are not
readly available, and ADA seems not to address the issues in a
straightforward way. ' -

5 THE CLASH BETWEEN DATABASE AND OBJECT-ORIENTATION

The object-oriented view considers the modules which define the
objects to be upper-level using a.common database (data storage)
module to provide generic operations (figure la). This is
somewhat analogous to using the built-in value types to construct
other types (figure 1b). This analogy, however, is not correct,
as the operations in the database need access to operations
provided by the object modules, too. Further, the relations
between the objects are not necessarily hierarchical: it will not
suffice to provide operations in module B which result in objects
of type A (and so on in a hierarchy) figure le¢, but we will need
operations on objects from type A that yield objects of type B.
This cannot be modelled in systems with a linear order (i.e.
definitions appear before use}, and conflicts not only with our
way of writing specifications bu also with the reguirements of
our programming environment.

ot 02 03 01 02 03
Y \ 1 \ 9 1
DB-moduie integer string
A Figure ib
A imports B:
X

]

Example: edge - node relation; given an edge, we need access to
the two ending nodes. Likewise, given a node, we need access to
all edges that are incident with it.

Figure la

Figure !¢
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Our solution is shown in figure 2, where the division between
basic object modules and upper-level object modules is clearly
visible. This allows the DBMS to use the operations included in
the basic object 'modules without resorting to circular import
relations.

It is possible that once the problems are clearly understood and
methods are available to define objects with non-hierarchical
relations, a solution such as that shown in figure la will become
possible. The following description may then be helpful in
guiding the implementation of such a system.

6 DEFINITION OF OBJECT ATTRIBUTES

Objects provide access functions to their parts, a view proposed
in functional database languages such as DAPLEX [Shipman 1981].
We separate these access functions into two groups, one yielding
values (i.e. things with value semantics) and the other yielding
objects (i.e. things with object semantics). The designer of the
database schema has to decide what combination is most
appropriate to model reality ({Kent 1979]. Value and object
semantics are distinct, and it is useful to force a designer to
decide between the two.

The definition of an object consists of defining the wvalue part
(attributes} as a module ,and then indicating the object’s
relations to other objects.

An object-oriented database must support objects with value parts
constructed from arbitrary data types (support for pointer types
and dynamic data structures would require function to map £rom
main memory representation to disk storage representation) and we
describe such constructions before we introduce the data model
proper. We want to stress that the definition of the base object
data types is not part of the data model proper, as in our
understanding the database must not ’'see’ any internal details of
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the object data treated.
6.1 Built-In ADT

Every programming language provides some built-in data types and
operations on them. We currently use PASCAL booleans, integers,
reals, characters, and packed arrays of characters.

6.2 Quotient Algebras

Quotient algebras are based on restricted subsets of previously

defined types (e.g. positive integers, angular measurement as a
real modulus 2 pi}.

6.3 Aggregates 0f Value Modules

Object types are most often composed of a fixed number of value
types. The construction in PASCAL is the record {or occcasionally
the array). In principle, aggregates of a variable number of
values are possible, but these are easy to implement in PASCAL,
and are therefore excluded from PANDA in its present form. A very
general solution is the NF2 algebra [Schek 1984] which could be
used to construct value modules.

Fixed-number aggregation of types a,b... into a new type t:
make : a x b ... ->

as t -> a
b: t -> a
equal: t x t -> boolean

axiom:

a2 {make {(al,bl,..}} = al

b (make (al,bl,..)) = bl

equal (tl, t2) = equal{a(tl),a(t2)}) and equal (b{(tl),b(t2)}) and ...

6.4 Generalizaticen Of Value Modules

in some cases, several different value types embody the same
concept (semantics) in different forms, and therefore export the
same operations (e.g. vectors in orthogonal (x-y) or polar
(ph1 r) coordinates, or straight lines and arcs of circles). It
is possible to construct value types which make such differences
invisible to the upper-level module.

The object values can be constructéd from generalizations of
value modules. It is up to the designer of the database schema to
decide whether each of the speclalizations is an object type in

its own right or whether only the generic object type is known to
the database.

The implementation in PASCAL uses a record with variant part.

Generalization of two types p, g to form a new type t
p has operations p.a, p.b, etc.

g has operations g.a, gq.c, etc.

make-from-p: p -> t

make-from-q: @ -> t

type: t -> (p-type or g-type)
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p:t->p
q: t->g
a (t) = if type(t})=p-type then p.ait)
if type(t)=qg-type then g.a(t)
b {(t) = if type(t)=p-type then p.b(t) else error
etc.
p (make-from-p{p)) P

¢

g (make-from-g(qg)) q
p (t) = if type(t)=p-type then p else error
q (t} = if type(t)=g-type then g else error

6.5 Special Operations For Objects To Support Database
Operations

A number of specific operations is necessary to support special
database operations {(e.g. to test for the equality of two values,
to compute an integer (as in hash computation), teo convert to
string for output etc). Modules are available for the most
frequemtly used types such as integers and reals. For other
special ADT's the database designer must construct the required
operations.

"7 DATA MODEL AND DATABASE OPERATIONS

By 'data model’ we mean, as is customary in database studies, the
tools available to the designer to structure his data.

The notion of a data model is less frequently used in programming
language studies, its nearest equivalents being the constructors
for data structures. Some similar concepts have been discussed in
abstract data type literature [Lockeman 1979].

The explanation of a data model without the appropriate
operations is not very helpful, and we want te escape the valid
criticism in [Reiter 1984]. However, the formal definition of
semantics for operations is rendered somewhat awkward due to the
clash between the essentially functional description wused for
multisorted algebras (no side-effects) .and the state-oriented
view of a database [MacLennan 1982].

In an object-oriented design, the data model is somehow
restricted, as it does not include the internal structure of
objects (i.e. attributes with value semantics).

We require that the database schema be available to the database
before data are stored. The following operations assume that
object-types, access—-path and association names are defined and
return 'error’ if an undefined value is encountered or if, for an
association or access path, the objects are not of the correct
type. The available metadata do not influence the semantics of
association or access path, but permit us to select
implementation methods which result in better performance (e.q.
the establishment of auxiliary structures for access). At present
we have not implemented operations to change the database schema
once a database contains data. However, there is no reason why
such operations could not be programmed.
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7.1 Objects

The database deals with objects, which may contain some value
types ({(aggregates of a fixed number of parts, generalizations of
value types), but may not contain other objects (nor dynamic data
structures using pointers).

The database provides special operations for these ©objects.
Indeed, all objects are specializations of a generic cbhject type.
There is a special 'create’ operation to make the generic
database object from the base object values (cf. generalization)
inherited by all object types, and a test for identity: modules
that implement objects have object semantic. The assignment does
not create a new object, but rather a pointer to the object;
equality serves as a test for same-object. An equal-value

function is often provided to test whether two objects have the
same value.

create : value x object-type -> object
identical : object x object -»> boolean
equal-value : object x object -> boolean
assign: object -> abject

get-value : object -> value

get~type: object -> object-type

axioms:

identical {(o,0) = true

identical (create (vl, tl), create (vl, tl1l)) = false
identical {(assign (o), o) = true

equal-value {create (vl},create (vl)} = true
equal-value (ol,02) = if identical (ol,02) then true

—- but not: identical (ol, o02) = if equal-value (ol, o02) then true
get-value (create (v, t)}) = v .
get-type {create (v,t)) =t

7.2 5Storage Of Objects

As a basic service, a database must provide an operation to store
and retrieve a data element. As a low-level module in a database,
we provide a storage and retrieval operation reminiscent somewhat
of a random access file, In fact it can, but need not, be
implemented wusing a random access file. A high-performance
database will include buffer management and clustering of data
which is frequently used together, but this is not part of the
present conceptual discussion.

This low-level storage system requires a unique identifier for
each object. This function may be implemented in conjunction with
the storage module, but is logically separate.

id: cbject -> id
axiom: object.identical {(ol,02) iff id (cl) = id (o02)

Objects are stored in an ADT ’'db-storage’, which is the explicit
result of all storage modifying operations.

initial: . -> db-storage
store: object x db-storage -> db-storage
retrieve: db-storage x id -> object
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modify: object x db-storage -> db-storage
delete: object % db-storage -» db-storage

axioms:
retrieve (store {(o0l,dl), id(o2)) =
if 0ol = 02 then ol
else retrieve (dl, id{(o2))
modify (o, d} = if not retrieve {(o,d) then error
—— it is an error to modify an object which
~- was not previously stored
retrieve (modify (ol,dl), id(o2)) = if ol = 02 then ol
else retrieve (dl, id{(o2)}}
retrieve (delete (ol,dl), id (o02) = if ol = 02 then error
~else retrieve (dl, id(o2))

7.3 Access Based On Unique Values

A database management system must also provide access to the
objects based on values in them. The semantics of the method
described requires that the values be unique: this is implemented
using hashing techniques [Knuth 1973].

In order to avoid the database using information about the
internal structure of an object (which would vioclate the
principle of information hiding [Parmas 1978]), operations must
be defined which calculate an integer value (which is then used
to calculate the hash value for each object and access-path. 1In
addition, a function must be provided which compares two
object-values for equality with respect to the values used for an
access path. ' '

This access method works with single attribute values of any
type, on a combination of attribute values, or on some value
associated with the object in another way (sometimes called
'virtual attributes?’).

for each object type and access path the following must be defined:

to-integer: object-value x access-path -> integer
equal: " object-value x object-value x access-path -> boolean

axiom:

if equal (ol, o2, pl) then to-integer (ol,pl) = to-integer (o2, pl)
——~ however we do not demand that
—-— if to-integer (ol,pl) = to-integer (o2, pl)
- then equal (o0l,o02,p)

For the retrieval of an object, the database is provided with an
object-value where the values to be used are filled. Since the
database does not make any assumptions about the type used as a
key for retrieval, the whole object type must be provided.

find: object-value x access-path x db-storage -> object

axiom:
find (ol, p, store (02, d)) = if equal (get-value (o02), ol, p)
. then o
else find (ol, p, 4d)
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find (ol, p, modify (02, d)} = if equal (get-value {o02), ol,p)
- then o
else find (o0l, p, 4d) '
find (o1, p, delete (02, 4)) = if equal (get-value (02), ol,p)
then error:not-£found
glse f£ind (ol, p, 4)

For storage and modification, we have toc add:

store (o,d) = if find (get-value (o), p,: d)

then error:not-unique-~key
modify (o,d) = if find (get-value (o), p, d)

then error:not-unique-key

7.3.1 Associations {(CODASYL: Set) - This construct associates a
number of objects of one (or occasionally more than one type with
cne object of another type. An object can participate in several
different -types of associations, but only in one occurence of
each at any given time. This construct models the typical 1 : n
relation between objects. In the language of DAPLEX, an
association is a single~valued function which returns an object
with an inverse which is multi-valued [Shipman 1981].

We would like to be able to provide a distributive function as in
FL fBackus : 1978], but in a procedural,
one—-object-at-a-time-oriented language, a generic  'FOR EACH
member-object 1IN association-type FROM owner-object’ would he
sufficient. Without extension of PASCAL we have to do with:

initialize {ownerObject, memberObject);
while nextobject (memberObject, association) do
begin
{* operations on the single objects in the assoc1at10n *}
action (memberObject);

end;

operation:
insert: object x object x association x database -> database
all-members: object x association x database -> set-of-objects
~— this is similar to the multi-valued functions in DAPLEX
find-owner: object x association x database -> object
—— this is the single-valued function in DAPLEX

axioms:
—— for the formulation we make use of mathematical set operations:
contains (all-members {(owner, a, insert (owner, member, a,d)},
member) = true
-— an object wich is inserted is found in the association
intersection {(all-members (ownerl, a, db},
all-members (ownerz, a, db))= empty
—-- no object can take part in two associations of the same type
—— an insertion that would violate this condition raises
—-— an error condition .
find-owner {member, a, insert (owner, member, a, d)) = owner
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There is an additional operation to find the object with some
given values in an association. The method of interaction between
object module and database is essentially the same as that wused
for access based on unigque values.

The association can be used to model two semantically different
situations: aggregation and classification. It 1is thus a
lower~level construct. We are in the ‘process of studying the
semantics of higher-level operations which might be more
appropriate as an interface. .

7.3.1.1 Aggregation - Aggregations of eparts which are objects
can be accomplished using the association. The 1 : n restriction
is necessary for a proper aggregations of parts - it seems
correct that an object can only be part of one (aggregate) object
in a given context. An object may be composed of parts in

different ways - e.g. a department consists of personnel,
offices, projects etc.: conversely, objects may participate 1in
different ways 1in aggregations - eg. a person is part of an

office, of a family etc.

We alsoc use aggregations for values which appear an indefinite
number of times for an object. Under these circumstances, these
values become objects. It may be appropriate to allow fields of
varying length for such cases (preferably in the generality as
discussed as NF2 relations [Schek 1984]), as the meaning of this
structure is different, and a value should not be converted into
an object simply because limitations in the data model demands
it.

7.3.1.2 Classification - Associations can also be used to model
a classification/instantiation relation. (e.g. a type of bolt -~
an individual bolt used in an assembly)., Again the 1 : n
restriction seems appropriate, as an object can only be of one
type (in a given context).

7.3.1.3 1Inheritance - In both cases, aggregation and
classification, some ‘inheritance’ of properties occurs. The
details of this inheritance however, are different. In

classification, the instantiations inherit most properties from
the class (e.g. the bolt inherits the properties of dimension,
material, price, etc.). In aggregation, the parts have conferred
upon them some properties inherent in the top assembly but the
resultant aggregate alsc has some properties which are directly
determined by its parts (e.g. the total weight of the assembly is
the sum total of the weights of its parts).

We are currently studying such situations in order to detect more
appropriate, more meaningful constructs, for which we can
formally state the semantics of this distribution of attribute
values among related objects. As our present model does not
include any inheritance, there is no need for a differentiation
between aggregation and classification. The object programmer has
to formalize his wunderstanding of the specific situation
individually for each object type.
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7.4 Obiect Modules

For each object, meaningful operations are initially designed and
then coded in a top-level object module. This module exports all
meaningful operations on objects of this type, e.g. £finding a
specific object given some value, storing a new object with some
given values, etc. These modules import the operations the
database offers and use them to implement their own operations.

Consistency constraints are included in the storage and modifying
operations in these modules (except those constraints which are
part of the data model, such as unique keys for access paths).
Consistency constraints can thus be written using the £full power
of our programming language - which is generally needed for
non-standard applications.

Consistency constraints in this model are not necessarily
expressed as predicate over database values (e.g, constraints in
DAPLEX [Shipman 1981]), but the set of all consistent states is
defined by an enumeration of all possible states reachable
through a finite chain of operations exported by the object
modules.

The application-level programmer sees only the top level of
operations applying to the objects. She is not concerned with the
database operations at all. It has been the purpose of this paper
to show how the subordinate modules are constructed.

While objects appear to the application-level programmer to be of
individual types, they are specializations of a generic object
type. Operations are then implemented using the generic
operations on objects for creation and deletion, for association
between objects and for access methods. The operations that deal
with specific values are handled using the basic object modules.

8 EXTENSIONS
8.1 Simplification For Object Definitions

The operations necessary for the database can be provided in the
modules which define the value types (e.g. a module for integer
or string). The code in the object modules can then be produced
automatically from a record description and the declaration of
access path and Associations. Unfortunately, this induces a view
which is different from that of an object-oriented design.

8.2 Access By Nearly Unique Keys

We often have attribute values which are natural candidates for
access keys even though their value is not guaranteed to be
unique, e.g. names of persons or towns. Searching on such a path
delivers

— the matching object if there is only one
- the matching objects if there are more than one. the user has

to select the desired one in a dialog. this requires output
operations for objects accessible from the database.
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8.3 ©Spatial Access

Many data in engineering applications (e.g. land information
system) are space-related, making access based on 1location
necessary [Frank 1984]. We have included special internal
support, invisible to the programmer, which allows the retrieval

of all objects which fall within a specified rectangle [Frank

1983a] '
9@ EXPERIENCES AND QUTLOOK
9.1 Implementation

The implementation of the basic database operations follows
traditional 1lines. Storage space is divided into pages, and each
record has a tuple identifier similar to SYSTEM R [Astrahan
1976]. Input and output of pages is buffered, and there is an
additional level of buffering for records: both are managed using
a least-recently-used strategy. Associations are stored as linked
lists. Access paths for unigque keys use a hash algorithm.

Our experience shows that such a simple implementation can be
presented with an easily understood, clean interface. It seems a
natural candidate for the implementation of an object-oriented
database. Further, these simple methods provide fast response
times for the complex retrievals of engineering databases.

9.2 Implemented Projects

We have implemented a number of databases using this methodology;
a simple database can be up and running in a few days. The PANDA
database was used to store the facts and rules £for our PROLOG
interpreter [Frank 1984a). We did not encounter problems during
schema design, and the performance 1is acceptable - in our
non-optimized prototype, access to an object takes no more than
several milliseconds.

The construction of a new database schema is a non-trivial task.
The data model presented here has more semantic precision than
does, for example, a purely relational one, and provides better
‘guidelines, The coding of all object modules required for a
project is a substantial effort, but similar code 1is necessary
for any database. The guidelines for the construction of object
modules, and the similarity between objects, do assist the
programmer. Subsequent higher levels of the application program
do not include direct references to the database, and are thus
easier to code and truly independent of the database.

9.3 Input And Output Operations

The construction of higher-level toocls to use the data in a
database (e.g. query language, browser, form based input)} depends
on routines for the input or output of database objects. It is
not sufficient to provide a single output routine, as the
presentation of an object must vary with context (sometimes, in
fact a graphical representation is desired).
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Writing the - code for these input and output operations is
exteemely tedious, and we are investigating more general methods,
especially along the lines described in [Shaw 1986].

10 CONCLUSIONS

Commercial (standard) databases are too restricted <£for complex,
non-standard applications. The approach presented here is
object-oriented in the sense that: '
o operations on objects have an object semantic (as opposed to
a value semantic) for assignment and equality
o objects can have an arbitrary internal structure (attribute
values)} which is not interpreted by the database
o objects can be related to each other (l:n association)
o objects can be accessed using values which uniquely identify
them (without limitationson certain data types)

Our experience with the construction of databases for Computer
Aided Engineering applications leads us to beleive that

o the object paradigm is powerful and appropriate and the
differentiation between values and objects important for a
data model. Efforts to introduce surrogates into the relation
data model seem to be a step in the same direction [Plouffe
1984] [Meier 1983]. :

o the concept of consistency defined by all states reachable
with a finite sequence of operations on objects meshes well
with an object-oriented approach. It permits arbitrarily
complex consistency constraints and makes the full power of
the programming language available for their encoding.

o applications in this area have structures which are so
complex that schema design and coding are major efforts. It
is more important to have a system which allows proper
modelling than a system which is simple to use. :

We are presently experimenting with query language, and again we
found that conventional languages (e.g. SQL) are not powerful
enough (lacking recursion). We are therefore investigating a
PROLOG-like 1language, which blends well with the presented data
model, although it is not yet clear how PROLOG may best be used
in an object-oriented style [Frank 1984b].
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